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**Creating Packages**
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**Objectives**

**After completing this lesson, you should be able to**

**do the following:**

• **Describe packages and list their possible**

**components**

• **Create a package to group together related**

**variables, cursors, constants, exceptions,**

**procedures, and functions**

• **Designate a package construct as either public or private**

• **Invoke a package construct**

• **Describe a use for a bodiless package**
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**Lesson Aim**

In this lesson you learn what a package is and what its components are. You also learn how to create and use packages.
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**Overview of Packages**

**Packages:**

• **Group logically related PL/SQL types, items, and**

**subprograms**

• **Consist of two parts:**

– **Specification**

– **Body**

• **Cannot be invoked, parameterized, or nested**

• **Allow the Oracle server to read multiple objects**

**into memory at once**
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**Packages Overview**

Packages bundle related PL/SQL types, items, and subprograms into one container. For example, a Human Resources package can contain hiring and firing procedures, commission and bonus functions, and tax exemption variables.

A package usually has a specification and a body, stored separately in the database.

The specification is the interface to your applications. It declares the types, variables, constants, exceptions, cursors, and subprograms available for use. The package specification may also include PRAGRMAs, which are directives to the compiler.

The body fully defines cursors and subprograms, and so implements the specification.

The package itself cannot be called, parameterized, or nested. Still, the format of a package is similar to that of a subprogram. Once written and compiled, the contents can be shared by many applications.

When you call a packaged PL/SQL construct for the first time, the whole package is loaded into memory. Thus, later calls to constructs in the same package require no disk input/output (I/O).
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**Package**

**Components of a Package Public variable**

**specification**

**Package**

**body**

**Procedure A declaration**

**Procedure B definition**

**Procedure A definition**

**Public procedure**

**Private variable Private procedure**

**Public procedure Local variable**
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**Package Development**

You create a package in two parts: first the package specification, and then the package body. Public package constructs are those that are declared in the package specification and defined in the package body. Private package constructs are those that are defined solely within the package body.

|  |  |  |
| --- | --- | --- |
| **Scope of the Construct** | **Description** | **Placement within the Package** |
| Public | Can be referenced from any Oracle server environment | Declared within the package specification and may be defined within the package body |
| Private | Can be referenced only by other constructs which are part of the same package | Declared and defined within the package body |

**Note:** The Oracle server stores the specification and body of a package separately in the database. This enables you to change the definition of a program construct in the package body without causing the Oracle server to invalidate other schema objects that call or reference the program construct.
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**Referencing Package Objects Package**

**specification**

**Package**

**body**

**Procedure A declaration**

**Procedure B definition**

**Procedure A definition**
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**Package Development (continued)**

|  |  |
| --- | --- |
| **Visibility of the Construct** | **Description** |
| Local | A variable defined within a subprogram that is not visible to external users.  Private (local to the package) variable: You can define variables in a package body. These variables can be accessed only by other objects in the same package. They are not visible to any subprograms or objects outside of the package. |
| Global | A variable or subprogram that can be referenced (and changed) outside the package and is visible to external users. Global package items must be declared in the package specification. |
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**Developing a Package Editor**

**Code**

**1**

***i*SQL\*Plus**

**2 Load and run the file.sql**

**Oracle**

**Source code Compile**

**P code**

**Execute**
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**How to Develop a Package**

1. Write the syntax: Enter the code in a text editor and save it as a SQL script file. 2. Compile the code: Run the SQL script file to generate and compile the source code. The source code is compiled into P code*.*
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**Developing a Package**

• **Saving the text of the CREATE PACKAGE statement in two different SQL files facilitates later**

**modifications to the package.**

• **A package specification can exist without a**

**package body, but a package body cannot exist**

**without a package specification.**
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**How to Develop a Package**

There are three basic steps to developing a package, similar to those steps that are used to develop a stand-alone procedure.

1. Write the text of the CREATE PACKAGE statement within a SQL script file to create the package specification and run the script file. The source code is compiled into P code and is stored within the data dictionary.

2. Write the text of the CREATE PACKAGE BODY statement within a SQL script file to create the package body and run the script file.

The source code is compiled into P code and is also stored within the data dictionary. 3. Invoke any public construct within the package from an Oracle server environment.
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**Creating the Package Specification**

**Syntax:**

**CREATE [OR REPLACE] PACKAGE package\_name**

**IS|AS**

**public type and item declarations**

**subprogram specifications**

**END package\_name;**

• **The REPLACE option drops and recreates the**

**package specification.**

• **Variables declared in the package specification are initialized to NULL by default.**

• **All the constructs declared in a package**

**specification are visible to users who are granted**

**privileges on the package.**
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**How to Create a Package Specification**

To create packages, you declare all public constructs within the package specification. • Specify the REPLACE option when the package specification already exists.

• Initialize a variable with a constant value or formula within the declaration, if required; otherwise, the variable is initialized implicitly to NULL.

**Syntax Definition**

|  |  |
| --- | --- |
| **Parameter** | **Description** |
| package\_name | Name the package |
| public type and item declarations | Declare variables, constants, cursors, exceptions, or types |
| subprogram  specifications | Declare the PL/SQL subprograms |
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**Declaring Public Constructs COMM\_PACKAGE package**

**1**

**G\_COMM**

**Package**

**specification**

**RESET\_COMM procedure declaration**

**2**
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**Example of a Package Specification**

In the preceding slide, G\_COMM is a public (global) variable, and RESET\_COMM is a public procedure. In the package specification, you declare public variables, public procedures, and public functions.

The public procedures or functions are routines that can be invoked repeatedly by other constructs in the same package or from outside the package.
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**Creating a Package Specification:**

**Example**

**CREATE OR REPLACE PACKAGE comm\_package IS**

**g\_comm NUMBER := 0.10; --initialized to 0.10**

**PROCEDURE reset\_comm**

**(p\_comm IN NUMBER);**

**END comm\_package;**

**/**
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• **G\_COMM is a global variable and is initialized to 0.10.** • **RESET\_COMM is a public procedure that is**

**implemented in the package body.**

**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAdYAAAANCAYAAAAUlE8CAAAFkUlEQVR4nO3bTWtTWRjA8f/NzVtpLMaYpCa+lESaKNYWRMVWxVpr6wuFWrCtrl35IfwCbsSl6EIUEXUh6EasIloMAY0SEFs1hLahaWJpa9I0Se/LLMQ7EztTnaEzNsz57cJ97jnnnsV98px7jrRnzx4dQRAEYVXT9d9f1ZIkGb8lSfqp+L+6/v21P973d9r/UX9/p9/l7q8G5u8nURAEQVjd/vje/pl3+HIxP7r/n7T/b49ptTNX+z8DQRCE/wNd1zGZTASDQQ4fPkwoFMJutxvXVVUlnU7z/PlzotEoa9eupauri7179y5pJ5fLMTw8zKNHjyiVSsDXKtHtdtPd3Y3b7ebWrVtMTk4a91mtVpqamjh+/DgejweTyWRcGx8fJxKJEA6HmZ6e5s6dO3/6DHa7nR07dtDZ2YnP5zPa0HWdubk53r59C8DDhw+Zn59fmYn7BUTFKgiCsMpJkoTFYqG1tZWzZ8/icDhIJBLMzMwYMSaTCb/fz/nz5wmFQrx8+ZLNmzfjdrt59+4diqIYsS6Xi4GBAdxuNzdu3KBcLmO329m3bx+nT59GVVXy+TzXr19nYWGBNWvWcOzYMQYHB8lkMqRSKaOqVBSF0dFRstksJ06coKamBlhaddbV1dHV1cXg4CDT09OMjY0ZccVikWQySTwex+fzoapqVVet5l89AEEQBGF5uq7j8XhobW1ldnaWixcv8uHDhyXJx+l00tfXx65duyiVSmiaRiwW49KlSxUVoNvtpr+/n23btuHxeEilUoTDYY4ePUo8HieZTNLW1kYikWBoaIjGxkY6OjqIRCJcvnyZQqGwZIyNjY1/OX5ZlgmHw/T29jI8PMzVq1dZWFioeD5d11EUhZGRkRWYsV9LLAULgiCscrqu43K5cDgcjIyMkEwmgaWbfGZnZ4nFYmzdupVAIICmaUiSRH19fcWycUNDA9u3byedTpPP59mwYQPt7e2YTCbu3btHPp8nEAjQ0dFBMpnE7/ejqipPnz41kur3fS/322azUV9fz8aNGzGbzYTD4YrYcrnM69evuXnzprE0Xc3EUrAgCEIVUBQFTdOw2WyYzWbK5fKSGEmSsNlsWK1Wcrmc8Q3T5/Nx6tQpWlpaACiVSsRiMe7evUupVOLgwYM0NzcTjUYpFotYLBbev39Pd3c3J0+eZGxsDFmWcTgcRl+6rlfsBl5uA5OmaSiKQrFY5OPHj4yOjhrj1XWd+fl5YrEYxWJxZSftFxEVqyAIQhXIZDJks1laWlrYv38/r169qqjuTCYTW7ZsobOzE1mWicfjNDU1oes6b968YWpqijNnzhAKhbh//z4PHjygUCjQ1NTEoUOHyGQy5HI5Lly4gNPpRJIkzGYzO3fuZGZmhkKhQE9PD6lUisnJSTRNM/rWNA2r1Wp8C66tra04ViNJElNTUyQSCSwWC9FolPHxcaONbwnWarVSLper/riNJM6xCoIgVIdgMMjAwAAHDhxAlmUURTESmCzLyLJMMpnk9u3bfPr0if7+fjRNM76Ler1eent7aW9v58mTJwwNDdHT00MwGOTKlSvE43Fqa2ux2WwAbNq0ib6+PhwOB5FIhCNHjtDQ0ICiKKiqaowrkUjw7Nkz2traaG5uXlJ5lkolotEojx8/5ty5cwQCARYXFyuq3XQ6zbVr13jx4sV/NJv/Hmn37t0isQqCIFSJuro6vF4vDoej4sgLfE1gmUyGz58/Y7Va8Xq9AExMTBiJsLa2Fr/fjyzLzM3NUVNTg6qqTExMVOwchq/Jev369bhcLrLZLKqq4vf7sVqtRoyu63z58oXJyUk8Hg/r1q1bMubFxUWy2SyZTAan00l9fb2RvL+1kc/nSSaTf7rEXW1ExSoIgiAIK0hsXhIEQRCEFWT6cYggCIIgCD/rN3ZeiS9nrdo6AAAAAElFTkSuQmCC)12-10** Copyright © Oracle Corporation, 2001. All rights reserved.

**Package Specification for COMM\_PACKAGE**

In the preceding slide, the variable G\_COMM and the procedure RESET\_COMM are public constructs.
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**Creating the Package Body**

**Syntax:**

**CREATE [OR REPLACE] PACKAGE BODY package\_name**

**IS|AS**

**private type and item declarations**

**subprogram bodies**

**END package\_name;**

• **The REPLACE option drops and recreates the**

**package body.**

• **Identifiers defined only in the package body are**

**private constructs. These are not visible outside**

**the package body.**

• **All private constructs must be declared before**

**they are used in the public constructs.**
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**Creating the Package Body**

To create packages, define all public and private constructs within the package body. • Specify the REPLACE option when the package body already exists.

• The order in which subprograms are defined within the package body is important: you must declare a variable before another variable or subprogram can refer to it, and you must declare or define private subprograms before calling them from other subprograms. It is quite common in the package body to see all private variables and subprograms defined first and the public subprograms defined last.

**Syntax Definition**

Define all public and private procedures and functions in the package body.

|  |  |
| --- | --- |
| **Parameter** | **Description** |
| package\_name | Is the name of the package |
| private type and item declarations | Declares variables, constants, cursors, exceptions, or types |
| subprogram bodies | Defines the PL/SQL subprograms, public and private |
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**Public and Private Constructs COMM\_PACKAGE package**

**Package**

**specification**

**Package**

**body**

**G\_COMM**

**RESET\_COMM**

**procedure declaration**

**VALIDATE\_COMM**

**function definition**

**1**

**2 3**

**2 RESET\_COMM**

**procedure definition**
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**Create a Package Body Example**

In the preceding slide:

• 1 is a public (global) variable

• 2 is a public procedure

• 3 is a private function

You can define a private procedure or function to modularize and clarify the code of public procedures and functions.

**Note:** In the slide, the private function is shown above the public procedure. When you are coding the package body, the definition of the private function has to be above the definition of the public procedure.

Only subprograms and cursors declarations without body in a package specification have an underlying implementation in the package body. So if a specification declares only types, constants, variables, exceptions, and call specifications, the package body is unnecessary. However, the body can still be used to initialize items declared in the package specification.

**Introduction to Oracle9*i*: PL/SQL 12-12**

**Creating a Package Body: Example**

**comm\_pack.sql**

**CREATE OR REPLACE PACKAGE BODY comm\_package**

**IS**

**FUNCTION validate\_comm (p\_comm IN NUMBER)**

**RETURN BOOLEAN**

**IS**

**v\_max\_comm NUMBER;**

**BEGIN**

**SELECT MAX(commission\_pct)**

**INTO v\_max\_comm**

**FROM employees;**

**IF p\_comm > v\_max\_comm THEN RETURN(FALSE);**

**ELSE RETURN(TRUE);**

**END IF;**

**END validate\_comm; ...**

**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAdYAAAANCAYAAAAUlE8CAAAFkUlEQVR4nO3bTWtTWRjA8f/NzVtpLMaYpCa+lESaKNYWRMVWxVpr6wuFWrCtrl35IfwCbsSl6EIUEXUh6EasIloMAY0SEFs1hLahaWJpa9I0Se/LLMQ7EztTnaEzNsz57cJ97jnnnsV98px7jrRnzx4dQRAEYVXT9d9f1ZIkGb8lSfqp+L+6/v21P973d9r/UX9/p9/l7q8G5u8nURAEQVjd/vje/pl3+HIxP7r/n7T/b49ptTNX+z8DQRCE/wNd1zGZTASDQQ4fPkwoFMJutxvXVVUlnU7z/PlzotEoa9eupauri7179y5pJ5fLMTw8zKNHjyiVSsDXKtHtdtPd3Y3b7ebWrVtMTk4a91mtVpqamjh+/DgejweTyWRcGx8fJxKJEA6HmZ6e5s6dO3/6DHa7nR07dtDZ2YnP5zPa0HWdubk53r59C8DDhw+Zn59fmYn7BUTFKgiCsMpJkoTFYqG1tZWzZ8/icDhIJBLMzMwYMSaTCb/fz/nz5wmFQrx8+ZLNmzfjdrt59+4diqIYsS6Xi4GBAdxuNzdu3KBcLmO329m3bx+nT59GVVXy+TzXr19nYWGBNWvWcOzYMQYHB8lkMqRSKaOqVBSF0dFRstksJ06coKamBlhaddbV1dHV1cXg4CDT09OMjY0ZccVikWQySTwex+fzoapqVVet5l89AEEQBGF5uq7j8XhobW1ldnaWixcv8uHDhyXJx+l00tfXx65duyiVSmiaRiwW49KlSxUVoNvtpr+/n23btuHxeEilUoTDYY4ePUo8HieZTNLW1kYikWBoaIjGxkY6OjqIRCJcvnyZQqGwZIyNjY1/OX5ZlgmHw/T29jI8PMzVq1dZWFioeD5d11EUhZGRkRWYsV9LLAULgiCscrqu43K5cDgcjIyMkEwmgaWbfGZnZ4nFYmzdupVAIICmaUiSRH19fcWycUNDA9u3byedTpPP59mwYQPt7e2YTCbu3btHPp8nEAjQ0dFBMpnE7/ejqipPnz41kur3fS/322azUV9fz8aNGzGbzYTD4YrYcrnM69evuXnzprE0Xc3EUrAgCEIVUBQFTdOw2WyYzWbK5fKSGEmSsNlsWK1Wcrmc8Q3T5/Nx6tQpWlpaACiVSsRiMe7evUupVOLgwYM0NzcTjUYpFotYLBbev39Pd3c3J0+eZGxsDFmWcTgcRl+6rlfsBl5uA5OmaSiKQrFY5OPHj4yOjhrj1XWd+fl5YrEYxWJxZSftFxEVqyAIQhXIZDJks1laWlrYv38/r169qqjuTCYTW7ZsobOzE1mWicfjNDU1oes6b968YWpqijNnzhAKhbh//z4PHjygUCjQ1NTEoUOHyGQy5HI5Lly4gNPpRJIkzGYzO3fuZGZmhkKhQE9PD6lUisnJSTRNM/rWNA2r1Wp8C66tra04ViNJElNTUyQSCSwWC9FolPHxcaONbwnWarVSLper/riNJM6xCoIgVIdgMMjAwAAHDhxAlmUURTESmCzLyLJMMpnk9u3bfPr0if7+fjRNM76Ler1eent7aW9v58mTJwwNDdHT00MwGOTKlSvE43Fqa2ux2WwAbNq0ib6+PhwOB5FIhCNHjtDQ0ICiKKiqaowrkUjw7Nkz2traaG5uXlJ5lkolotEojx8/5ty5cwQCARYXFyuq3XQ6zbVr13jx4sV/NJv/Hmn37t0isQqCIFSJuro6vF4vDoej4sgLfE1gmUyGz58/Y7Va8Xq9AExMTBiJsLa2Fr/fjyzLzM3NUVNTg6qqTExMVOwchq/Jev369bhcLrLZLKqq4vf7sVqtRoyu63z58oXJyUk8Hg/r1q1bMubFxUWy2SyZTAan00l9fb2RvL+1kc/nSSaTf7rEXW1ExSoIgiAIK0hsXhIEQRCEFWT6cYggCIIgCD/rN3ZeiS9nrdo6AAAAAElFTkSuQmCC)12-13** Copyright © Oracle Corporation, 2001. All rights reserved.

**Package Body for COMM\_PACKAGE**

Define a function to validate the commission. The commission may not be greater than the highest commission among all existing employees.
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**Creating a Package Body: Example**

**comm\_pack.sql**

**PROCEDURE reset\_comm (p\_comm IN NUMBER)**

**IS**

**BEGIN**

**IF validate\_comm(p\_comm)**

**THEN g\_comm:=p\_comm; --reset global variable**

**ELSE**

**RAISE\_APPLICATION\_ERROR(-20210,’Invalid commission’); END IF;**

**END reset\_comm;**

**END comm\_package;**

**/**
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**Package Body for COMM\_PACKAGE (continued)**

Define a procedure that enables you to reset and validate the prevailing commission.

**Introduction to Oracle9*i*: PL/SQL 12-14**

**Invoking Package Constructs**

**Example 1: Invoke a function from a procedure within the same package.**

**CREATE OR REPLACE PACKAGE BODY comm\_package IS**

**. . .**

**PROCEDURE reset\_comm**

**(p\_comm IN NUMBER)**

**IS**

**BEGIN**

**IF validate\_comm(p\_comm)**

**THEN g\_comm := p\_comm;**

**ELSE**

**RAISE\_APPLICATION\_ERROR**

**(-20210, ’Invalid commission’);**

**END IF;**

**END reset\_comm;**

**END comm\_package;**

**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR42mP4//8iAwAIoALQx72VpQAAAABJRU5ErkJggg==)12-15** Copyright © Oracle Corporation, 2001. All rights reserved.

**Invoking Package Constructs**

After the package is stored in the database, you can invoke a package construct within the package or from outside the package, depending on whether the construct is private or public. When you invoke a package procedure or function from within the same package, you do not need to qualify its name.

**Example 1**

Call the VALIDATE\_COMM function from the RESET\_COMM procedure. Both subprograms are in the COMM\_PACKAGE package.
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**Invoking Package Constructs**

**Example 2: Invoke a package procedure from *i*SQL\*Plus. EXECUTE comm\_package.reset\_comm(0.15)**

**Example 3: Invoke a package procedure in a different schema.**

**EXECUTE scott.comm\_package.reset\_comm(0.15)**

**Example 4: Invoke a package procedure in a remote**

**database.**

**EXECUTE comm\_package.reset\_comm@ny(0.15)**
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**Invoking Package Constructs (continued)**

When you invoke a package procedure or function from outside the package, you must qualify its name with the name of the package.

**Example 2**

Call the RESET\_COMM procedure from *i*SQL\*Plus, making the prevailing commission 0.15 for the user session.

**Example 3**

Call the RESET\_COMM procedure that is located in the SCOTT schema from *i*SQL\*Plus, making the prevailing commission 0.15 for the user session.

**Example 4**

Call the RESET\_COMM procedure that is located in a remote database that is determined by the database link named NY from *i*SQL\*Plus, making the prevailing commission 0.15 for the user session.

Adhere to normal naming conventions for invoking a procedure in a different schema, or in a different database on another node.

**Introduction to Oracle9*i*: PL/SQL 12-16**

**Declaring a Bodiless Package**

**CREATE OR REPLACE PACKAGE global\_consts IS**

**mile\_2\_kilo CONSTANT NUMBER := 1.6093;**

**kilo\_2\_mile CONSTANT NUMBER := 0.6214;**

**yard\_2\_meter CONSTANT NUMBER := 0.9144;**

**meter\_2\_yard CONSTANT NUMBER := 1.0936;**

**END global\_consts;**

**/**

**EXECUTE DBMS\_OUTPUT.PUT\_LINE(’20 miles = ’||20\***

**global\_consts.mile\_2\_kilo||’ km’)**
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**Declaring a Bodiless Package**

You can declare public (global) variables that exist for the duration of the user session. You can create a package specification that does not need a package body. As discussed earlier in this lesson, if a specification declares only types, constants, variables, exceptions, and call specifications, the package body is unnecessary.

**Example**

In the preceding slide, a package specification containing several conversion rates is defined. All the global identifiers are declared as constants.

A package body is not required to support this package specification because implementation details are not required for any of the constructs of the package specification.
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**Referencing a Public Variable from**

**a Stand-Alone Procedure**

**Example:**

**CREATE OR REPLACE PROCEDURE meter\_to\_yard**

**(p\_meter IN NUMBER, p\_yard OUT NUMBER)**

**IS**

**BEGIN**

**p\_yard := p\_meter \* global\_consts.meter\_2\_yard;**

**END meter\_to\_yard;**

**/**

**VARIABLE yard NUMBER**

**EXECUTE meter\_to\_yard (1, :yard)**
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**Example**

Use the procedure METER\_TO\_YARD to convert meters to yards, using the conversion rate packaged in GLOBAL\_CONSTS.

When you reference a variable, cursor, constant, or exception from outside the package, you must qualify its name with the name of the package.
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**Removing Packages**

**To remove the package specification and the body,**

**use the following syntax:**

**DROP PACKAGE package\_name;**

**To remove the package body, use the following syntax : DROP PACKAGE BODY package\_name;**
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**Removing a Package**

When a package is no longer required, you can use a SQL statement in *i*SQL\*Plus to drop it. A package has two parts, so you can drop the whole package or just the package body and retain the package specification.
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**Guidelines for Developing Packages**

• **Construct packages for general use.**

• **Define the package specification before the body.** • **The package specification should contain only**

**those constructs that you want to be public.**

• **Place items in the declaration part of the package body when you must maintain them throughout**

**a session or across transactions.**

• **Changes to the package specification require**

**recompilation of each referencing subprogram.**

• **The package specification should contain as few constructs as possible.**
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**Guidelines for Writing Packages**

Keep your packages as general as possible so that they can be reused in future applications. Also, avoid writing packages that duplicate features provided by the Oracle server.

Package specifications reflect the design of your application, so define them before defining the package bodies.

The package specification should contain only those constructs that must be visible to users of the package. That way other developers cannot misuse the package by basing code on irrelevant details.

Place items in the declaration part of the package body when you must maintain them throughout a session or across transactions. For example, declare a variable called NUMBER\_EMPLOYED as a private variable, if each call to a procedure that uses the variable needs to be maintained. When declared as a global variable in the package specification, the value of that global variable gets initialized in a session the first time a construct from the package is invoked.

Changes to the package body do not require recompilation of dependent constructs, whereas changes to the package specification require recompilation of every stored subprogram that references the package. To reduce the need for recompiling when code is changed, place as few constructs as possible in a package specification.
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**Advantages of Packages**

• **Modularity: Encapsulate related constructs**

• **Easier application design: Code and compile**

**specification and body separately**

• **Hiding information :**

– **Only the declarations in the package**

**specification are visible and accessible to**

**applications**

– **Private constructs in the package body are**

**hidden and inaccessible**

– **All coding is hidden in the package body**
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**Advantages of Using Packages**

Packages provide an alternative to creating procedures and functions as stand-alone schema objects, and they offer several benefits.

**Modularity**

You encapsulate logically related programming structures in a named module. Each package is easy to understand, and the interface between packages is simple, clear, and well defined.

**Easier Application Design**

All you need initially is the interface information in the package specification. You can code and compile a specification without its body. Then stored subprograms that reference the package can compile as well. You need not define the package body fully until you are ready to complete the application.

**Hiding Information**

You can decide which constructs are public (visible and accessible) or private (hidden and inaccessible). Only the declarations in the package specification are visible and accessible to applications. The package body hides the definition of the private constructs so that only the package is affected (not your application or any calling programs) if the definition changes. This enables you to change the implementation without having to recompile calling programs. Also, by hiding implementation details from users, you protect the integrity of the package.
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**Advantages of Packages**

• **Added functionality: Persistency of variables**

**and cursors**

• **Better performance:**

– **The entire package is loaded into memory**

**when the package is first referenced**

– **There is only one copy in memory for all users**

– **The dependency hierarchy is simplified**

• **Overloading: Multiple subprograms of the**

**same name**
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**Advantages of Using Packages (continued)**

**Added Functionality**

Packaged public variables and cursors persist for the duration of a session. Thus, they can be shared by all subprograms that execute in the environment. They also enable you to maintain data across transactions without having to store it in the database. Private constructs also persist for the duration of the session, but can only be accessed within the package.

**Better Performance**

When you call a packaged subprogram the first time, the entire package is loaded into memory. This way, later calls to related subprograms in the package require no further disk I/O. Packaged subprograms also stop cascading dependencies and so avoid unnecessary compilation.

**Overloading**

With packages you can overload procedures and functions, which means you can create multiple subprograms with the same name in the same package, each taking parameters of different number or datatype.
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**Summary**

**In this lesson, you should have learned how to:**

• **Improve organization, management, security, and performance by using packages**

• **Group related procedures and functions together in a package**

• **Change a package body without affecting a**

**package specification**

• **Grant security access to the entire package**
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**Summary**

You group related procedures and function together into a package. Packages improve organization, management, security, and performance.

A package consists of package specification and a package body. You can change a package body without affecting its package specification.
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**Summary**

**In this lesson, you should have learned how to:**

• **Hide the source code from users**

• **Load the entire package into memory on the**

**first call**

• **Reduce disk access for subsequent calls**

• **Provide identifiers for the user session**
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**Summary (continued)**

Packages enable you to hide source code from users. When you invoke a package for the first time, the entire package is loaded into memory. This reduces the disk access for subsequent calls.
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**Command**

**Summary Task**

**CREATE [OR REPLACE] PACKAGE**

**CREATE [OR REPLACE] PACKAGE BODY**

**DROP PACKAGE**

**DROP PACKAGE BODY**

**Create (or modify) an existing package specification**

**Create (or modify) an existing package body**

**Remove both the package**

**specification and the package body Remove the package body only**
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**Summary (continued)**

You can create, delete, and modify packages. You can remove both package specification and body by using the DROP PACKAGE command. You can drop the package body without affecting its specification.

**Introduction to Oracle9*i*: PL/SQL 12-25**

**Practice 12 Overview**

**This practice covers the following topics:**

• **Creating packages**

• **Invoking package program units**
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**Practice 12 Overview**

In this practice, you will create package specifications and package bodies. You will invoke the constructs in the packages, using sample data.
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**Practice 12**

1. Create a package specification and body called JOB\_PACK. (You can save the package body and specification in two separate files.) This package contains your ADD\_JOB, UPD\_JOB, and DEL\_JOB procedures, as well as your Q\_JOB function.

**Note:** Use the code in your previously saved script files when creating the package. a. Make all the constructs public.

**Note:** Consider whether you still need the stand-alone procedures and functions you just packaged.

b. Invoke your ADD\_JOB procedure by passing values IT\_SYSAN and SYSTEMS ANALYST as parameters.

c. Query the JOBS table to see the result.
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2. Create and invoke a package that contains private and public constructs.

a. Create a package specification and package body called EMP\_PACK that contains your NEW\_EMP procedure as a public construct, and your VALID\_DEPTID function as a private construct. (You can save the specification and body into separate files.)

b. Invoke the NEW\_EMP procedure, using 15 as a department number. As the department ID 15 does not exist in the DEPARTMENTS table, you should get an error message as specified in the exception handler of your procedure.

c. Invoke the NEW\_EMP procedure, using an existing department ID 80.

**If you have time:**

3. a. Create a package called CHK\_PACK that contains the procedures CHK\_HIREDATE and CHK\_DEPT\_MGR. Make both constructs public. (You can save the specification and body into separate files.)

The procedure CHK\_HIREDATE checks whether an employee’s hire date is within the following range: [SYSDATE - 50 years, SYSDATE + 3 months].

**Note:**

• If the date is invalid, you should raise an application error with an appropriate message indicating why the date value is not acceptable.

• Make sure the time component in the date value is ignored.

• Use a constant to refer to the 50 years boundary.

• A null value for the hire date should be treated as an invalid hire date.

The procedure CHK\_DEPT\_MGR checks the department and manager combination for a given employee. The CHK\_DEPT\_MGR procedure accepts an employee ID and a manager ID. The procedure checks that the manager and employee work in the same department. The procedure also checks that the job title of the manager number provided is MANAGER.

**Note:** If the department number and manager combination is invalid, you should raise an application error with an appropriate message.
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**Practice 12 (continued)**

b. Test the CHK\_HIREDATE procedure with the following command: **EXECUTE chk\_pack.chk\_hiredate(’01-JAN-47’)** What happens, and why?

c. Test the CHK\_HIREDATE procedure with the following command: **EXECUTE chk\_pack.chk\_hiredate(NULL)**

What happens, and why?

d. Test the CHK\_DEPT\_MGR procedure with the following command: **EXECUTE chk\_pack.chk\_dept\_mgr(117,100)**

What happens, and why?
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**13**

**More Package Concepts**
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**Objectives**

**After completing this lesson, you should be able to**

**do the following:**

• **Write packages that use the overloading feature**

• **Describe errors with mutually referential**

**subprograms**

• **Initialize variables with a one-time-only procedure** • **List the four purity levels of a function**

• **Identify persistent states**
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**Lesson Aim**

This lesson introduces more advanced features of PL/SQL, including overloading, forward referencing, a one-time-only procedure, and the persistency of variables, constants, exceptions, and cursors. It also looks at the effect of packaging functions that are used in SQL statements.
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**Overloading**

• **Enables you to use the same name for different**

**subprograms inside a PL/SQL block, a**

**subprogram, or a package**

• **Requires the formal parameters of the**

**subprograms to differ in number, order, or**

**datatype family**

• **Enables you to build more flexibility because a**

**user or application is not restricted by the specific**

**datatype or number of formal parameters**

**Note: Only local or packaged subprograms can be**

**overloaded. You cannot overload stand-alone**

**subprograms.**
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**Overloading**

This feature enables you to define different subprograms with the same name. You can distinguish the subprograms both by name and by parameters. Sometimes the processing in two subprograms is the same, but the parameters passed to them varies. In that case it is logical to give them the same name. PL/SQL determines which subprogram is called by checking its formal parameters. Only local or packaged subprograms can be overloaded. Stand-alone subprograms cannot be overloaded.

**Restrictions**

You cannot overload:

• Two subprograms if their formal parameters differ only in datatype and the different datatypes are in the same family (NUMBER and DECIMAL belong to the same family)

• Two subprograms if their formal parameters differ only in subtype and the different subtypes are based on types in the same family (VARCHAR and STRING are PL/SQL subtypes of VARCHAR2) • Two functions that differ only in return type, even if the types are in different families You get a run-time error when you overload subprograms with the above features.

**Note:** The above restrictions apply if the names of the parameters are also the same. If you use different names for the parameters, then you can invoke the subprograms by using named notation for the parameters.

**Resolving Calls**

The compiler tries to find a declaration that matches the call. It searches first in the current scope and then, if necessary, in successive enclosing scopes. The compiler stops searching if it finds one or more subprogram declarations in which the name matches the name of the called subprogram. For like-named subprograms at the same level of scope, the compiler needs an exact match in number, order, and datatype between the actual and

formal parameters.
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**Overloading: Example**

**over\_pack.sql**

**CREATE OR REPLACE PACKAGE over\_pack**

**IS**

**PROCEDURE add\_dept**

**(p\_deptno IN departments.department\_id%TYPE,**

**p\_name IN departments.department\_name%TYPE**

**DEFAULT ’unknown’,**

**p\_loc IN departments.location\_id%TYPE DEFAULT 0);**

**PROCEDURE add\_dept**

**(p\_name IN departments.department\_name%TYPE**

**DEFAULT ’unknown’,**

**p\_loc IN departments.location\_id%TYPE DEFAULT 0);**

**END over\_pack;**

**/**
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**Overloading: Example**

The preceding slide shows the package specification of a package with overloaded procedures. The package contains ADD\_DEPT as the name of two overloaded procedures. The first definition takes three parameters to be able to insert a new department to the department table. The second definition takes only two parameters, because the department ID is populated through a sequence.
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**Overloading: Example**

**over\_pack\_body.sql**

**CREATE OR REPLACE PACKAGE BODY over\_pack IS**

**PROCEDURE add\_dept**

**(p\_deptno IN departments.department\_id%TYPE,**

**p\_name IN departments.department\_name%TYPE DEFAULT ’unknown’, p\_loc IN departments.location\_id%TYPE DEFAULT 0)**

**IS**

**BEGIN**

**INSERT INTO departments (department\_id,**

**department\_name, location\_id)**

**VALUES (p\_deptno, p\_name, p\_loc);**

**END add\_dept;**

**PROCEDURE add\_dept**

**(p\_name IN departments.department\_name%TYPE DEFAULT ’unknown’, p\_loc IN departments.location\_id%TYPE DEFAULT 0)**

**IS**

**BEGIN**

**INSERT INTO departments (department\_id,**

**department\_name, location\_id)**

**VALUES (departments\_seq.NEXTVAL, p\_name, p\_loc);**

**END add\_dept;**

**END over\_pack;**

**/**

**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR42mP4//8zAwAI5ALypOdmJwAAAABJRU5ErkJggg==)13-5** Copyright © Oracle Corporation, 2001. All rights reserved.

**Overloading Example (continued)**

If you call ADD\_DEPT with an explicitly provided department ID, PL/SQL uses the first version of the procedure. If you call ADD\_DEPT with no department ID, PL/SQL uses the second version. EXECUTE over\_pack.add\_dept (980,’Education’,2500)

EXECUTE over\_pack.add\_dept (’Training’, 2400)

SELECT \* FROM departments

WHERE department\_id = 980;
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WHERE department\_name = ’Training’;
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**Overloading: Example**

• **Most built-in functions are overloaded.**

• **For example, see the TO\_CHAR function of the**

**STANDARD package.**

**FUNCTION TO\_CHAR (p1 DATE) RETURN VARCHAR2;**

**FUNCTION TO\_CHAR (p2 NUMBER) RETURN VARCHAR2;**

**FUNCTION TO\_CHAR (p1 DATE, P2 VARCHAR2) RETURN VARCHAR2; FUNCTION TO\_CHAR (p1 NUMBER, P2 VARCHAR2) RETURN VARCHAR2;**

• **If you redeclare a built-in subprogram in a PL/SQL program, your local declaration overrides the**

**global declaration.**
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**Overloading Example (continued)**

Most built-in functions are overloaded. For example, the function TO\_CHAR in the package STANDARD has four different declarations, as shown in the slide. The function can take either the DATE or the NUMBER datatype and convert it to the character datatype. The format into which the date or number has to be converted can also be specified in the function call.

If you redeclare a built-in subprogram in another PL/SQL program, your local declaration overrides the standard or built-in subprogram. To be able to access the built-in subprogram, you need to qualify it with its package name. For example, if you redeclare the TO\_CHAR function, to access the built-in function you refer it as: STANDARD.TO\_CHAR.

If you redeclare a built-in subprogram as a stand-alone subprogram, to be able to access your subprogram you need to qualify it with your schema name, for example, SCOTT.TO\_CHAR.
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**Using Forward Declarations**

**You must declare identifiers before referencing them.**

**CREATE OR REPLACE PACKAGE BODY forward\_pack**

**ISPROCEDURE award\_bonus(. . .)**

**IS**

**BEGIN**

**calc\_rating(. . .); --illegal reference**

**END;**

**PROCEDURE calc\_rating(. . .)**

**IS**

**BEGIN ...**

**END;**

**END forward\_pack;**

**/**
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**Using Forward Declarations**

PL/SQL does not allow forward references. You must declare an identifier before using it. Therefore, a subprogram must be declared before calling it.

In the preceding slide, the procedure CALC\_RATING cannot be referenced because it has not yet been declared. You can solve the illegal reference problem by reversing the order of the two procedures. However, this easy solution does not always work. Suppose the procedures call each other or you absolutely want to define them in alphabetical order.

PL/SQL enables for a special subprogram declaration called a forward declaration. It consists of the subprogram specification terminated by a semicolon. You can use forward declarations to do the following: • Define subprograms in logical or alphabetical order

• Define mutually recursive subprograms

• Group subprograms in a package

Mutually recursive programs are programs that call each other directly or indirectly.
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**Using Forward Declarations**

**CREATE OR REPLACE PACKAGE BODY forward\_pack**

**IS**

**PROCEDURE calc\_rating(. . .); -- forward declaration**

**PROCEDURE award\_bonus(. . .)**

**IS -- subprograms defined BEGIN -- in alphabetical order calc\_rating(. . .);**

**. . .**

**END;**

**PROCEDURE calc\_rating(. . .)**

**IS**

**BEGIN**

**. . .**

**END;**

**END forward\_pack;**

**/**
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**Using Forward Declarations (continued)**

• The formal parameter list must appear in both the forward declaration and the subprogram body.

• The subprogram body can appear anywhere after the forward declaration, but both must appear in the same program unit.

**Forward Declarations and Packages**

Forward declarations typically let you group related subprograms in a package. The subprogram specifications go in the package specification, and the subprogram bodies go in the package body, where they are invisible to the applications. In this way, packages enable you to hide implementation details.
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**Creating a One-Time-Only Procedure**

**CREATE OR REPLACE PACKAGE taxes**

**IS**

**tax NUMBER;**

**... -- declare all public procedures/functions**

**END taxes;**

**/**

**CREATE OR REPLACE PACKAGE BODY taxes**

**IS**

**... -- declare all private variables**

**... -- define public/private procedures/functions**

**BEGIN**

**SELECT rate\_value**

**INTO tax**

**FROM tax\_rates**

**WHERE rate\_name = ’TAX’;**

**END taxes;**

**/**
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**Define an Automatic, One-Time-Only Procedure**

A one-time-only procedure is executed only once, when the package is first invoked within the user session. In the preceding slide, the current value for TAX is set to the value in the TAX\_RATES table the first time the TAXES package is referenced.

**Note:** Initialize public or private variables with an automatic, one-time-only procedure when the derivation is too complex to embed within the variable declaration. In this case, do not initialize the variable in the declaration, because the value is reset by the one-time-only procedure.

The keyword END is not used at the end of a one-time-only procedure. Observe that in the example in the slide, there is no END at the end of the one-time-only procedure.
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**Restrictions on Package Functions**

**Used in SQL**

**A function called from:**

• **A query or DML statement may not end the current transaction, create or roll back to a savepoint, or**

**ALTER the system or session.**

• **A query statement or a parallelized DML statement may not execute a DML statement or modify the**

**database.**

• **A DML statement may not read or modify the**

**particular table being modified by that DML**

**statement.**

**Note: Calls to subprograms that break the above**

**restrictions are not allowed.**
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**Controlling Side Effects**

For the Oracle server to execute a SQL statement that calls a stored function, it must know the purity level of a stored functions, that is, whether the functions are free of side effects. Side effects are changes to database tables or public packaged variables (those declared in a package specification). Side effects could delay the execution of a query, yield order-dependent (therefore indeterminate) results, or require that the package state variables be maintained across user sessions. Various side effects are not allowed when a function is called from a SQL query or DML statement. Therefore, the following restrictions apply to stored functions called from SQL expressions:

• A function called from a query or DML statement may not end the current transaction, create or roll back to a savepoint, or alter the system or session

• A function called from a query statement or from a parallelized DML statement may not execute a DML statement or otherwise modify the database

• A function called from a DML statement may not read or modify the particular table being modified by that DML statement

**Note:** In releases prior to Oracle8*i*, the purity checking used to be performed during compilation time, by including the PRAGMA RESTRICT\_REFERENCES compiler directive in the package specification. But from Oracle8*i*, a user-written function can be called from a SQL statement without any compile-time checking of its purity. You can use PRAGMA RESTRICT\_REFERENCES to ask the PL/SQL compiler to verify that a function has only the side effects that you expect. SQL statements, package variable accesses, or calls to functions that violate the declared restrictions continue to raise PL/SQL compilation errors to help you isolate the code that has unintended effects.

**Note:** The restrictions on functions discussed above are the same as those discussed in the lesson "*Creating Functions."*
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**User Defined Package: taxes\_pack**

**CREATE OR REPLACE PACKAGE taxes\_pack**

**IS**

**FUNCTION tax (p\_value IN NUMBER) RETURN NUMBER;**

**END taxes\_pack;**

**/**
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**IS**

**FUNCTION tax (p\_value IN NUMBER) RETURN NUMBER**

**IS**

**v\_rate NUMBER := 0.08;**

**BEGIN**

**RETURN (p\_value \* v\_rate);**

**END tax;**

**END taxes\_pack;**

**/**
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**Example**

Encapsulate the function TAX in the package TAXES\_PACK. The function is called from SQL statements on remote databases.
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**Invoking a User-Defined Package Function from a SQL Statement**

**SELECT taxes\_pack.tax(salary), salary, last\_name**

**FROM employees;**
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**Calling Package Functions**

You call PL/SQL functions the same way that you call built-in SQL functions.

**Example**

Call the TAX function (in the TAXES\_PACK package) from a SELECT statement.

**Note:** If you are using Oracle versions prior to 8*i*, you need to assert the purity level of the function in the package specification by using PRAGMA RESTRICT\_REFERENCES. If this is not specified, you get an error message saying that the function TAX does not guarantee that it will not update the database while invoking the package function in a query.
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**Persistent State of Package**

**Variables: Example**

**CREATE OR REPLACE PACKAGE comm\_package IS**

**g\_comm NUMBER := 10; --initialized to 10**

**PROCEDURE reset\_comm (p\_comm IN NUMBER);**

**END comm\_package;**

**/**

**CREATE OR REPLACE PACKAGE BODY comm\_package IS**

**FUNCTION validate\_comm (p\_comm IN NUMBER)**

**RETURN BOOLEAN**

**IS v\_max\_comm NUMBER;**

**BEGIN**

**... -- validates commission to be less than maximum**

**-- commission in the table**

**END validate\_comm;**

**PROCEDURE reset\_comm (p\_comm IN NUMBER)**

**IS BEGIN**

**... -- calls validate\_comm with specified value**

**END reset\_comm;**

**END comm\_package;**

**/**
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**Persistent State of Package Variables**

This sample package illustrates the persistent state of package variables. The VALIDATE\_COMM function validates commission to be no more than maximum currently earned. The RESET\_COMM procedure invokes the VALIDATE\_COMM function. If you try to reset the commission to be higher than the maximum, the exception RAISE\_APPLICATION\_ERROR is raised. On the next page, the RESET\_COMM procedure is used in the example.

**Note:** Refer to page 12-13 for the code of the VALIDATE\_COMM function and the RESET\_COMM procedure. In the VALIDATE\_COMM function, maximum salary from the EMPLOYEES table is selected into the variable V\_MAXSAL. Once the variable is assigned a value, the value persists in the session until it is modified again. The example in the following slide shows how the value of a global package variable persists for a session.
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**Persistent State of Package Variables**

**Time**

**9:00 EXECUTE**

**Scott Jones**

**comm\_package.reset\_comm**

**(0.25)**

**max\_comm=0.4 > 0.25**

**g\_comm = 0.25 9:30INSERT INTO employees**

**(last\_name, commission\_pct)**

**VALUES (’Madonna’, 0.8);**

**max\_comm=0.8**

**9:35 EXECUTE**

**comm\_package.reset\_comm(0.5)**

**max\_comm=0.8 > 0.5**

**10:00 EXECUTE g\_comm = 0.5**

**comm\_package.reset\_comm**

**(0.6)**

**max\_comm=0.4 < 0.6 INVALID 11:00 ROLLBACK;**

**11:01 EXIT**

**11:45 Logged In again. g\_comm = 10,**

**max\_comm=0.4**

**12:00 EXECUTE**

**VALID**

**comm\_package.reset\_comm(0.25)**
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**Controlling the Persistent State of a Package Variable**

You can keep track of the state of a package variable or cursor, which persists throughout the user session, from the time the user first references the variable or cursor to the time the user disconnects. 1. Initialize the variable within its declaration or within an automatic, one-time-only procedure. 2. Change the value of the variable by means of package procedures.

3. The value of the variable is released when the user disconnects.

The sequence of steps in the preceding slide shows how the state of a package variable persists. 9:00: When Scott invoked the procedure RESET\_COMM with a commission percentage value 0.25, the global variable G\_COMM was initialized to 10 in his session. The value 0.25 was validated with the maximum commission percentage value 0.4 (obtained from the EMPLOYEES table). Because 0.25 is less than 0.4, the global variable was set to 0.25. 9:30: Jones inserted a new row into EMPLOYEES table with commission percentage value 0.8.

9:35: Jones invoked the procedure RESET\_COMM with a commission percentage value 0.5. The global variable G\_COMM was initialized to 10 in his session. The value 0.5 was validated with the maximum commission percentage value 0.8 (because the new row has 0.8). Because 0.5 is less than 0.8, the global variable was set to 0.5.

10:00: Scott invoked the procedure with commission percentage value of 0.6. This value is more than the maximum commission percentage 0.4 (Scott could not see new value because Jones did not complete the transaction). Hence, it was invalid.

11:00 to 12:00: Jones rolled back the transaction and exited the session. The global value was initialized to 10 when he logged in at 11:45. The procedure was successful because the new value 0.25 is less than the maximum

value 0.4.
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**Controlling the Persistent State of a**

**Package Cursor**

**Example:**

**CREATE OR REPLACE PACKAGE pack\_cur**

**IS**

**CURSOR c1 IS SELECT employee\_id**

**FROM employees**

**ORDER BY employee\_id DESC;**

**PROCEDURE proc1\_3rows;**

**PROCEDURE proc4\_6rows;**

**END pack\_cur;**

**/**
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**Controlling the Persistent State of a Package Cursor**

**Example**

Use the following steps to control a public cursor:

1. Declare the public (global) cursor in the package specification.

2. Open the cursor and fetch successive rows from the cursor, using one (public) packaged procedure, PROC1\_3ROWS.

3. Continue to fetch successive rows from the cursor, and then close the cursor by using another (public) packaged procedure, PROC4\_6ROWS.

The preceding slide shows the package specification for PACK\_CUR.
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**Controlling the Persistent State of a**

**Package Cursor**

**CREATE OR REPLACE PACKAGE BODY pack\_cur IS**

**v\_empno NUMBER;**

**PROCEDURE proc1\_3rows IS**

**BEGIN**

**OPEN c1;**

**LOOP**

**FETCH c1 INTO v\_empno;**

**DBMS\_OUTPUT.PUT\_LINE(’Id :’ ||(v\_empno));**

**EXIT WHEN c1%ROWCOUNT >= 3;**

**END LOOP**

**END proc1\_3rows;**

**PROCEDURE proc4\_6rows IS**

**BEGIN**

**LOOP**

**FETCH c1 INTO v\_empno;**

**DBMS\_OUTPUT.PUT\_LINE(’Id :’ ||(v\_empno));**

**EXIT WHEN c1%ROWCOUNT >= 6;**

**END LOOP;**

**CLOSE c1;**

**END proc4\_6rows;**

**END pack\_cur;**

**/**
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**Controlling the Persistent State of a Package Cursor (continued)**

**Example**

The preceding slide shows the package body for PACK\_CUR to support the package specification. In the package body:

1. Open the cursor and fetch successive rows from the cursor by using one packaged procedure, PROC1\_3ROWS.

2. Continue to fetch successive rows from the cursor and close the cursor, using another packaged procedure, PROC4\_6ROWS.
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**Executing PACK\_CUR**

**SET SERVEROUTPUT ON**

**EXECUTE pack\_cur.proc1\_3rows**

**EXECUTE pack\_cur.proc4\_6rows**
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**Result of Executing PACK\_CUR**

The state of a package variable or cursor persists across transactions within a session. The state does not persist from session to session for the same user, nor does it persist from user to user.
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**PL/SQL Tables**

**and Records in Packages**

**CREATE OR REPLACE PACKAGE emp\_package IS**

**TYPE emp\_table\_type IS TABLE OF employees%ROWTYPE**

**INDEX BY BINARY\_INTEGER;**

**PROCEDURE read\_emp\_table**

**(p\_emp\_table OUT emp\_table\_type);**

**END emp\_package;**

**/**

**CREATE OR REPLACE PACKAGE BODY emp\_package IS**

**PROCEDURE read\_emp\_table**

**(p\_emp\_table OUT emp\_table\_type) IS**

**i BINARY\_INTEGER := 0;**

**BEGIN**

**FOR emp\_record IN (SELECT \* FROM employees)**

**LOOP**

**emp\_table(i) := emp\_record;**

**i:= i+1;**

**END LOOP;**

**END read\_emp\_table;**

**END emp\_package;**

**/**
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**Passing Tables of Records to Procedures or Functions inside a Package** Invoke the READ\_EMP\_TABLE procedure from an anonymous PL/SQL block, using *i*SQL\*Plus. DECLARE

v\_emp\_table emp\_package.emp\_table\_type;

BEGIN

emp\_package.read\_emp\_table(v\_emp\_table);

DBMS\_OUTPUT.PUT\_LINE(’An example: ’||v\_emp\_table(4).last\_name); END;

/
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To invoke the procedure READ\_EMP\_TABLE from another procedure or any PL/SQL block outside the package, the actual parameter referring to the OUT parameter P\_EMP\_TABLE must be prefixed with its package name. In the example above, the variable V\_EMP\_TABLE is declared of the EMP\_TABLE\_TYPE type with the package name added as a prefix.
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**Summary**

**In this lesson, you should have learned how to:**

• **Overload subprograms**

• **Use forward referencing**

• **Use one-time-only procedures**

• **Describe the purity level of package functions**

• **Identifiy the persistent state of packaged objects**
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**Summary**

Overloading is a feature that enables you to define different subprograms with the same name. It is logical to give two subprograms the same name in situations when the processing in both the subprograms is the same, but the parameters passed to them varies.

PL/SQL allows for a special subprogram declaration called a forward declaration. Forward declaration enables you to define subprograms in logical or alphabetical order, define mutually recursive subprograms, and group subprograms in a package.

A one-time-only procedure is executed only when the package is first invoked within the other user session. You can use this feature to initialize variables only once per session.

You can keep track of the state of a package variable or cursor, which persists throughout the user session, from the time the user first references the variable or cursor to the time that the user disconnects.
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**Practice 13 Overview**

**This practice covers the following topics:**

• **Using overloaded subprograms**

• **Creating a one-time-only procedure**
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**Practice 13 Overview**

In this practice you create a package containing an overloaded function. You also create a one-time-only procedure within a package to populate a PL/SQL table.
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**Practice 13**

1. Create a package called OVER\_LOAD. Create two functions in this package; name each function PRINT\_IT. The function accepts a date or character string and prints a date or a number, depending on how the function is invoked.

**Note:**

• To print the date value, use DD-MON-YY as the input format, and FmMonth,dd yyyy as the output format. Make sure you handle invalid input.

• To print out the number, use 999,999.00 as the input format.

a. Test the first version of PRINT\_IT with the following set of commands:

**VARIABLE display\_date VARCHAR2(20)**

**EXECUTE :display\_date := over\_load.print\_it(’08-MAR-01’) PRINT display\_date**
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**EXECUTE :g\_emp\_sal := over\_load.print\_it(’33,600’)**

**PRINT g\_emp\_sal**
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2. Create a new package, called CHECK\_PACK, to implement a new business rule. a. Create a procedure called CHK\_DEPT\_JOB to verify whether a given combination of department ID and job is a valid one. In this case *valid* means that it must be a combination that currently exists in the EMPLOYEES table.

**Note:**

• Use a PL/SQL table to store the valid department and job combination.

• The PL/SQL table needs to be populated only once.

• Raise an application error with an appropriate message if the combination is not valid.

b. Test your CHK\_DEPT\_JOB package procedure by executing the following command: **EXECUTE check\_pack.chk\_dept\_job(50,’ST\_CLERK’)**

What happens, and why?

c. Test your CHK\_DEPT\_JOB package procedure by executing the following command: **EXECUTE check\_pack.chk\_dept\_job(20,’ST\_CLERK’)**

What happens, and why?
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**14**

**Oracle Supplied Packages**
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**Objectives**

**After completing this lesson, you should be able to**

**do the following:**

• **Write dynamic SQL statements using DBMS\_SQL**

**and EXECUTE IMMEDIATE**

• **Describe the use and application of some Oracle server supplied packages:**

– **DBMS\_DDL**

– **DBMS\_JOB**

– **DBMS\_OUTPUT**

– **UTL\_FILE**

– **UTL\_HTTP and UTL\_TCP**
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**Lesson Aim**

In this lesson, you learn how to use some of the Oracle server supplied packages and to take advantage of their capabilities.
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**Using Supplied Packages**

**Oracle-supplied packages:**

• **Are provided with the Oracle server**

• **Extend the functionality of the database**

• **Enable access to certain SQL features normally**

**restricted for PL/SQL**
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**Using Supplied Packages**

Packages are provided with the Oracle server to allow either PL/SQL access to certain SQL features, or to extend the functionality of the database.

You may take advantage of the functionality provided by these packages when creating your application, or you may simply want to use these packages as ideas when you create your own stored procedures. Most of the standard packages are created by running catproc.sql.
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**Using Native Dynamic SQL**

**Dynamic SQL:**

• **Is a SQL statement that contains variables that**

**may change during run-time**

• **Is a SQL statement with placeholders and is stored as a character string**

• **Enables general-purpose code to be written**

• **Enables data-definition and data-control or**

**session-control statements to be written and**

**executed from PL/SQL**

• **Is written using either DBMS\_SQL or native dynamic SQL**
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**Using Native Dynamic SQL (Dynamic SQL)**

You can write PL/SQL blocks that use dynamic SQL. Dynamic SQL statements are not embedded in your source program but rather are stored in character strings that are input to, or built by, the program. That is, the SQL statements can be created dynamically at run time by using variables. For example, you use dynamic SQL to create a procedure that operates on a table whose name is not known until run time, or to write and execute a data definition language (DDL) statement (such as CREATE TABLE), a data control statement (such as GRANT), or a session control statement (such as ALTER SESSION). In PL/SQL, such statements cannot be executed statically.

In Oracle8, and earlier, you have to use DBMS\_SQL to write dynamic SQL.

In Oracle 8*i*, you can use DBMS\_SQL or native dynamic SQL. The EXECUTE IMMEDIATE statement can perform dynamic single-row queries. Also, this is used for functionality such as objects and collections, which are not supported by DBMS\_SQL. If the statement is a multirow SELECT statement, you use OPEN-FOR, FETCH, and CLOSE statements.
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**Execution Flow**

**SQL statements go through various stages:**

• **Parse**

• **Bind**

• **Execute**

• **Fetch**

**Note: Some stages may be skipped.**
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**Steps to Process SQL Statements**

All SQL statements have to go through various stages. Some stages may be skipped. **Parse**

Every SQL statement must be parsed. Parsing the statement includes checking the statement’s syntax and validating the statement, ensuring that all references to objects are correct, and ensuring that the relevant privileges to those objects exist.

**Bind**

After parsing, the Oracle server knows the meaning of the Oracle statement but still may not have enough information to execute the statement. The Oracle server may need values for any bind variable in the statement. The process of obtaining these values is called binding variables.

**Execute**

At this point, the Oracle server has all necessary information and resources, and the statement is executed. **Fetch**

In the fetch stage, rows are selected and ordered (if requested by the query), and each successive fetch retrieves another row of the result, until the last row has been fetched. You can fetch queries, but not the DML statements.
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**Using the DBMS\_SQL Package**

**The DBMS\_SQL package is used to write dynamic SQL in stored procedures and to parse DDL statements. Some of the procedures and functions of the package include:**

– **OPEN\_CURSOR**

– **PARSE**

– **BIND\_VARIABLE**

– **EXECUTE**

– **FETCH\_ROWS**

– **CLOSE\_CURSOR**
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**Using the DBMS\_SQL Package**

Using DBMS\_SQL, you can write stored procedures and anonymous PL/SQL blocks that use dynamic SQL.

DBMS\_SQL can issue data definition language statements in PL/SQL. For example, you can choose to issue a DROP TABLE statement from within a stored procedure.

The operations provided by this package are performed under the current user, not under the package owner SYS. Therefore, if the caller is an anonymous PL/SQL block, the operations are performed according to the privileges of the current user; if the caller is a stored procedure, the operations are performed according to the owner of the stored procedure.

Using this package to execute DDL statements can result in a deadlock. The most likely reason for this is that the package is being used to drop a procedure that you are still using.
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**Components of the DBMS\_SQL Package**

The DBMS\_SQL package uses dynamic SQL to access the database.

|  |  |
| --- | --- |
| **Function or Procedure Description** |  |
| OPEN\_CURSOR | Opens a new cursor and assigns a cursor ID number |
| PARSE | Parses the DDL or DML statement: that is, checks the statement’s syntax and associates it with the opened cursor (DDL statements are immediately executed when parsed) |
| BIND\_VARIABLE | Binds the given value to the variable identified by its name in the parsed statement in the given cursor |
| EXECUTE | Executes the SQL statement and returns the number of rows processed |
| FETCH\_ROWS | Retrieves a row for the specified cursor (for multiple rows, call in a loop) |
| CLOSE\_CURSOR | Closes the specified cursor |
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**Using DBMS\_SQL**

**CREATE OR REPLACE PROCEDURE delete\_all\_rows**

**(p\_tab\_name IN VARCHAR2, p\_rows\_del OUT NUMBER)**

**IScursor\_name INTEGER;**

**BEGIN**

**cursor\_name := DBMS\_SQL.OPEN\_CURSOR;**

**DBMS\_SQL.PARSE(cursor\_name, ’DELETE FROM ’||p\_tab\_name, DBMS\_SQL.NATIVE );**

**p\_rows\_del := DBMS\_SQL.EXECUTE (cursor\_name);**

**DBMS\_SQL.CLOSE\_CURSOR(cursor\_name);**

**END;**

**/**

**Use dynamic SQL to delete rows**

**VARIABLE deleted NUMBER**

**EXECUTE delete\_all\_rows(’employees’, :deleted)**

**PRINT deleted**
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**Example of a DBMS\_SQL Package**

In the preceding slide, the table name is passed into the procedure DELETE\_ALL\_ROWS by using an IN parameter. The procedure uses dynamic SQL to delete rows from the specified table. The number of rows deleted as a result of the successful execution of the dynamic SQL are passed to the calling environment through an OUT parameter.

**How to Process Dynamic DML**

1. Use OPEN\_CURSOR to establish an area in memory to process a SQL statement. 2. Use PARSE to establish the validity of the SQL statement.

3. Use the EXECUTE function to run the SQL statement. This function returns the number of row processed.

4. Use CLOSE\_CURSOR to close the cursor.
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**Using the EXECUTE IMMEDIATE statement**

**Use the EXECUTE IMMEDIATE for native dynamic SQL with better performance.**

**EXECUTE IMMEDIATE dynamic\_string**

**[INTO {define\_variable**

**[, define\_variable] ... | record}]**

**[USING [IN|OUT|IN OUT] bind\_argument**

**[, [IN|OUT|IN OUT] bind\_argument] ... ];**

• **INTO is used for single-row queries and specifies the variables or records into which column values**

**are retrieved.**

• **USING is used to hold all bind arguments. The**

**default parameter mode is IN.**
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**Using the EXECUTE IMMEDIATE Statement**

**Syntax Definition**

|  |  |
| --- | --- |
| **Parameter** | **Description** |
| dynamic\_string | A string expression that represents a dynamic SQL statement (without terminator) or a PL/SQL block (with terminator) |
| define\_variable | A variable that stores the selected column value |
| record | A user-defined or %ROWTYPE record that stores a selected row |
| bind\_argument | An expression whose value is passed to the dynamic SQL statement or PL/SQL block |

You can use the INTO clause for a single-row query, but you must use OPEN-FOR, FETCH, and CLOSE for a multirow query.

**Note:** The syntax shown in the slide is not complete. The other clauses of the statement are discussed in the *Advanced PL/SQL* course.

**Introduction to Oracle9*i*: PL/SQL 14-9**

**Using the EXECUTE IMMEDIATE Statement (continued)**

In the EXECUTE IMMEDIATE statement:

• The INTO clause specifies the variables or record into which column values are retrieved. It is used only for single-row queries. For each value retrieved by the query, there must be a corresponding, type-compatible variable or field in the INTO clause.

• The RETURNING INTO clause specifies the variables into which column values are returned. It is used only for DML statements that have a RETURNING clause (without a BULK COLLECT clause). For each value returned by the DML statement, there must be a corresponding, type compatible variable in the RETURNING INTO clause.

• The USING clause holds all bind arguments. The default parameter mode is IN. For DML statements that have a RETURNING clause, you can place OUT arguments in the RETURNING INTO clause without specifying the parameter mode, which, by definition, is OUT. If you use both the USING clause and the RETURNING INTO clause, the USING clause can contain only IN arguments.

At run time, bind arguments replace corresponding placeholders in the dynamic string. Thus, every placeholder must be associated with a bind argument in the USING clause or RETURNING INTO clause. You can use numeric, character, and string literals as bind arguments, but you cannot use Boolean literals (TRUE, FALSE, and NULL).

Dynamic SQL supports all the SQL data types. For example, define variables and bind arguments can be collections, LOBs, instances of an object type, and REFs. As a rule, dynamic SQL does not support PL/SQL-specific types. For example, define variables and bind arguments cannot be Booleans or index by tables. The only exception is that a PL/SQL record can appear in the INTO clause.

You can execute a dynamic SQL statement repeatedly, using new values for the bind arguments. However, you incur some overhead because EXECUTE IMMEDIATE reprepares the dynamic string before every execution.
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**Dynamic SQL Using EXECUTE IMMEDIATE**

**CREATE PROCEDURE del\_rows**

**(p\_table\_name IN VARCHAR2,**

**IS**

**p\_rows\_deld OUT NUMBER)**

**BEGIN**

**EXECUTE IMMEDIATE ’delete from ’||p\_table\_name;**

**p\_rows\_deld := SQL%ROWCOUNT;**

**END;**

**/**

**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR42mP4//8bAwAI6gL1zE+pdQAAAABJRU5ErkJggg==)VARIABLE deleted NUMBER**

**EXECUTE del\_rows(’test\_employees’,:deleted)**

**PRINT deleted**
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**Dynamic SQL Using EXECUTE IMMEDIATE**

This is the same dynamic SQL as seen with DBMS\_SQL, using the Oracle8*i* statement EXECUTE IMMEDIATE. The EXECUTE IMMEDIATE statement prepares (parses) and immediately executes the dynamic SQL statement.
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**Using the DBMS\_DDL Package**

**The DBMS\_DDL Package:**

• **Provides access to some SQL DDL statements**

**from stored procedures**

• **Includes some procedures:**

– **ALTER\_COMPILE (object\_type, owner, object\_name)**

**DBMS\_DDL.ALTER\_COMPILE(’PROCEDURE’,’A\_USER’,’QUERY\_EMP’)**

– **ANALYZE\_OBJECT (object\_type, owner, name,**

**method)**

**DBMS\_DDL.ANALYZE\_OBJECT(’TABLE’,’A\_USER’,’JOBS’,’COMPUTE’)**

**Note: This package runs with the privileges of calling user, rather than the package owner SYS.**
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**Using the DBMS\_DDL package**

This package provides access to some SQL DDL statements, which you can use in PL/SQL programs. DBMS\_DDL is not allowed in triggers, in procedures called from Forms Builder, or in remote sessions. This package runs with the privileges of calling user, rather than the package owner SYS.

**Practical Uses**

• You can recompile your modified PL/SQL program units by using DBMS\_DDL.ALTER\_COMPILE. The object type must be either procedure, function, package, package body, or trigger. • You can analyze a single object, using DBMS\_DDL.ANALYZE\_OBJECT. (There is a way of analyzing more than one object at a time, using DBMS\_UTILITY.) The object type should be TABLE, CLUSTER, or INDEX. The method must be COMPUTE, ESTIMATE, or DELETE.

• This package gives developers access to ALTER and ANALYZE SQL statements through PL/SQL environments.
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**Using DBMS\_JOB for Scheduling**

**DBMS\_JOB Enables the scheduling and execution of**

**PL/SQL programs:**

• **Submitting jobs**

• **Executing jobs**

• **Changing execution parameters of jobs**

• **Removing jobs**

• **Suspending Jobs**
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**Scheduling Jobs by Using DBMS\_JOB**

The package DBMS\_JOB is used to schedule PL/SQL programs to run. Using DBMS\_JOB, you can submit PL/SQL programs for execution, execute PL/SQL programs on a schedule, identify when PL/SQL programs should run, remove PL/SQL programs from the schedule, and suspend PL/SQL programs from running.

It can be used to schedule batch jobs during nonpeak hours or to run maintenance programs during times of low usage.
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**DBMS\_JOB Subprograms**

**Available subprograms include:**

• **SUBMIT**

• **REMOVE**

• **CHANGE**

• **WHAT**

• **NEXT\_DATE**

• **INTERVAL**

• **BROKEN**

• **RUN**
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**DBMS\_JOB Subprograms**

|  |  |
| --- | --- |
| **Subprogram** | **Description** |
| SUBMIT | Submits a job to the job queue |
| REMOVE | Removes a specified job from the job queue |
| CHANGE | Alters a specified job that has already been submitted to the job queue (you can alter the job description, the time at which the job will be run, or the interval between executions of the job) |
| WHAT | Alters the job description for a specified job |
| NEXT\_DATE | Alters the next execution time for a specified job |
| INTERVAL | Alters the interval between executions for a specified job |
| BROKEN | Disables job execution (if a job is marked as broken, the Oracle server does not attempt to execute it) |
| RUN | Forces a specified job to run |
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**Submitting Jobs**

**You can submit jobs by using DBMS\_JOB.SUBMIT.**

**Available parameters include:**

• **JOB OUT BINARY\_INTEGER**

• **WHAT IN VARCHAR2**

• **NEXT\_DATE IN DATE DEFAULT SYSDATE**

• **INTERVAL IN VARCHAR2 DEFAULT ’NULL’**

• **NO\_PARSE IN BOOLEAN DEFAULT FALSE**
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**DBMS\_JOB.SUBMIT Parameters**

The DBMS\_JOB.SUBMIT procedure adds a new job to the job queue. It accepts five parameters and returns the number of a job submitted through the OUT parameter JOB. The descriptions of the parameters are listed below.

|  |  |  |
| --- | --- | --- |
| **Parameter** | **M ode** | **Description** |
| JOB | OUT | Unique identifier of the job |
| WHAT | IN | PL/SQL code to execute as a job |
| NEXT\_DATE | IN | Next execution date of the job |
| INTERVAL | IN | Date function to compute the next execution date of a job |
| NO\_PARSE | IN | Boolean flag that indicates whether to parse the job at job submission (the default is false) |

**Note:** An exception is raised if the interval does not evaluate to a time in the future.
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**Submitting Jobs**

**Use DBMS\_JOB.SUBMIT to place a job to be executed in the job queue.**

**VARIABLE jobno NUMBER**

**BEGIN**

**DBMS\_JOB.SUBMIT (**

**job => :jobno,**

**what => ’OVER\_PACK.ADD\_DEPT(’’EDUCATION’’,2710);’,**

**next\_date => TRUNC(SYSDATE + 1),**

**interval => ’TRUNC(SYSDATE + 1)’**

**);**

**COMMIT;**

**END;**

**/**

**PRINT jobno**
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**Example**

The block of code in the preceding slide submits the ADD\_DEPT procedure of the OVER\_PACK package to the job queue. The job number is returned through the JOB parameter. The WHAT parameter must be enclosed in single quotation marks and must include a semicolon at the end of the text string. This job is submitted to run every day at midnight.

**Note:** In the example, the parameters are passed using named notation.

The transactions in the submitted job are not committed until either COMMIT is issued, or DBMS\_JOB.RUN is executed to run the job. The COMMIT in the slide commits the transaction.
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